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# Guided Tasks

## Example 1

Implementing a List-Based Queue

**Code:**

**class ListQueue:**

**def \_\_init\_\_(self):**

**self.items = []**

**def enqueue(self, data):**

**"""Add an item to the queue (end of list)."""**

**self.items.insert(0, data)**

**def dequeue(self):**

**"""Remove and return the first item from the queue."""**

**if self.is\_empty():**

**print("Queue is empty!")**

**return None**

**return self.items.pop()**

**def peek(self):**

**"""Return the first element without removing it."""**

**return self.items[-1] if self.items else None**

**def size(self):**

**"""Return the size of the queue."""**

**return len(self.items)**

**def is\_empty(self):**

**"""Check if queue is empty."""**

**return len(self.items) == 0**

**# Example Usage**

**queue = ListQueue()**

**queue.enqueue("Task 1")**

**queue.enqueue("Task 2")**

**print("First item:", queue.peek())**

**print("Dequeued:", queue.dequeue())**

**print("Queue size:", queue.size())**

**Output:**

![A screen shot of a computer code

AI-generated content may be incorrect.](data:image/png;base64,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)

## Example 2

Implementing a Stack-Based Queue

**Code:**

**class StackQueue:**

**def \_\_init\_\_(self):**

**self.inbound\_stack = []**

**self.outbound\_stack = []**

**def enqueue(self, data):**

**"""Push data to inbound stack."""**

**self.inbound\_stack.append(data)**

**def dequeue(self):**

**"""Move elements from inbound to outbound stack, then pop."""**

**if not self.outbound\_stack:**

**while self.inbound\_stack:**

**self.outbound\_stack.append(self.inbound\_stack.pop())**

**return self.outbound\_stack.pop() if self.outbound\_stack else None**

**# Example Usage**

**sq = StackQueue()**

**sq.enqueue(5)**

**sq.enqueue(10)**

**sq.enqueue(15)**

**print("Dequeued:", sq.dequeue())  # 5**

**print("Dequeued:", sq.dequeue())  # 10**

**Output:**
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## Example 3

Implementing a Node-Based Queue (Linked List)

**Code:**

**class Node:**

**def \_\_init\_\_(self, data):**

**self.data = data**

**self.next = None**

**class LinkedQueue:**

**def \_\_init\_\_(self):**

**self.head = None**

**self.tail = None**

**self.size = 0**

**def enqueue(self, data):**

**"""Add an element to the tail of the queue."""**

**new\_node = Node(data)**

**if self.tail:**

**self.tail.next = new\_node**

**self.tail = new\_node**

**if self.head is None:**

**self.head = new\_node**

**self.size += 1**

**def dequeue(self):**

**"""Remove the front node."""**

**if self.head is None:**

**return None**

**removed\_data = self.head.data**

**self.head = self.head.next**

**if self.head is None:**

**self.tail = None**

**self.size -= 1**

**return removed\_data**

**# Example Usage**

**lq = LinkedQueue()**

**lq.enqueue(100)**

**lq.enqueue(200)**

**print("Dequeued:", lq.dequeue())  # 100**

**Output:**
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# Exercise Questions

## Easy Problems

1. Basic Queue Operations:

**Implement enqueue, dequeue, peek, and size functions.**

**Code:**

**class ListQueue:**

**def \_\_init\_\_(self):**

**self.items = []**

**def enqueue(self, data):**

**"""Add an item to the queue (end of list)."""**

**self.items.insert(0, data)**

**def dequeue(self):**

**"""Remove and return the first item from the queue."""**

**if self.is\_empty():**

**return "Queue is empty!"**

**return self.items.pop()**

**def peek(self):**

**"""Return the front element without removing it."""**

**return self.items[-1] if not self.is\_empty() else "Queue is empty!"**

**def size(self):**

**"""Return the size of the queue."""**

**return len(self.items)**

**def is\_empty(self):**

**"""Check if the queue is empty."""**

**return len(self.items) == 0**

**# Example Usage**

**queue = ListQueue()**

**queue.enqueue("Task 1")**

**queue.enqueue("Task 2")**

**print("First item:", queue.peek())  # Task 1**

**print("Dequeued:", queue.dequeue())  # Task 1**

**print("Queue size:", queue.size())  # 1**

**Output:**
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2. Reverse a Queue:

**Implement a function to reverse a queue using a stack.**

**Code:**

**class StackQueue:**

**def \_\_init\_\_(self):**

**self.inbound\_stack = []**

**self.outbound\_stack = []**

**def enqueue(self, data):**

**"""Push data to inbound stack."""**

**self.inbound\_stack.append(data)**

**def dequeue(self):**

**"""Move elements from inbound to outbound stack, then pop."""**

**if not self.outbound\_stack:**

**while self.inbound\_stack:**

**self.outbound\_stack.append(self.inbound\_stack.pop())**

**return self.outbound\_stack.pop() if self.outbound\_stack else None**

**def reverse\_queue(q):**

**stack = []**

**while True:**

**item = q.dequeue()**

**if item is None:**

**break**

**stack.append(item)**

**for item in reversed(stack):**

**q.enqueue(item)**

**# Example Usage**

**sq = StackQueue()**

**sq.enqueue(1)**

**sq.enqueue(2)**

**sq.enqueue(3)**

**reverse\_queue(sq)**

**print("Dequeued:", sq.dequeue())  # 1 (reversed order)**

**Output:**
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3. Check Palindrome using Queue:

**Use a queue to check if a string is a palindrome.**

**Code:**

**class Node:**

**def \_\_init\_\_(self, data):**

**self.data = data**

**self.next = None**

**class LinkedQueue:**

**def \_\_init\_\_(self):**

**self.head = None**

**self.tail = None**

**self.size = 0**

**def enqueue(self, data):**

**new\_node = Node(data)**

**if self.tail:**

**self.tail.next = new\_node**

**self.tail = new\_node**

**if self.head is None:**

**self.head = new\_node**

**self.size += 1**

**def dequeue(self):**

**if self.head is None:**

**return None**

**removed\_data = self.head.data**

**self.head = self.head.next**

**if self.head is None:**

**self.tail = None**

**self.size -= 1**

**return removed\_data**

**def is\_palindrome(string):**

**q = LinkedQueue()**

**for char in string:**

**q.enqueue(char)**

**stack = []**

**temp = q.head**

**while temp:**

**stack.append(temp.data)**

**temp = temp.next**

**temp = q.head**

**while temp:**

**if temp.data != stack.pop():**

**return False**

**temp = temp.next**

**return True**

**# Example Usage**

**print(is\_palindrome("racecar")) # True**

**print(is\_palindrome("hello")) # False**

**Output:**

**![A close up of a text

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI4AAAA3CAYAAADaOHK1AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAUwSURBVHhe7ZyxaxtJFIffXW84hE2OgFIFbKs8TtWBQYhDkCLFci7ukjJFwCi+SqhJirgRqpIIgYuUsa8wbHHFge4QAoOrDUknReAqAnMhRhj8B9y9N/tWO7urlVZDYtjd98HYmtnV7M7ub997Mzujb66urv6DtDH6EwrH1/D6yQOwNvSyC3j222P4fZvLljKGF08H8HyrAtMHm1wWhveB29A7uA/lz6fw8NUQ/oK14PE9ePuPofP4dHoE2/+suXVwGREud/PX7kaNez//Am921jkHYL88hEeXnIk7F8Q5OoTaZQmm+ztc4hJXHkuoXd9ycapw3l3g32t49OoQCk85oWiI5+/G6v+Xwn6piYYKNnbgzUEFntHxj0/VPgFw+/5W8vP4OEGRrH8XEA2Jf3rgJTpWFGuftz8pwT11LY7A/swbE3CnuAZweQUO55cSalcKhTOGsw/uE+hfXDf1sGHwYZz8YixlDB/pqeYb67MJd+jhj7nw5R9u43m8TXAj3bbA+i2VO3tPIiqtYDEREjKLR51rQm5toHDgAs5Gbj4JervSJ5zRGC3AGljbvtn2UA1b8WIsZhN+IjFeDuGFXie6ReUmtjZDgmK278Pr9WuwR4vvpHPE1ozdZFGJceILjtyDcpMaeOyHp8F6P40mynUqMSdFnSNakOOQpcL6A23V0dqVuhhnsW9OErPoePHLHLQ61DHJMmiEY44wkZhmFhtpoHUJtyMYu5CL3IQzPMe32vGicZDmSpG4OIkIn3ekbUuundeudAbHaSAmSE493K5UBsepwAsm/54TQKcZbpdYHMGIDApnQdyiMye+EJIjFkcwQmIcwQgRjmCECEcwQoQjGCHCEYwQ4QhGpK87PuxCtW5zZh5laJy0oFbgrPBVSP04Tq9ZhXaxA/29EpcIN0F2XRVZpmoTelP6WMXPXuryDgDTXjOQ9+jifk36ogYJ1K/DrTfPZDzGcaC9W4U6oEXq91VqlG2oNnu8PRkkJGXVuI6TBmC9+RZP5oPjcuMk4MbKlTLq6ZxzyyGrZIMVqKNQa6EAUZR/DLkkf2ReOMViMEqmm97v73FuOc7AAbAqnPMpFvHPZOJmcoh0x5dwTpOK7boW37hpYccuB4hwlnCX5mNafnwTSK2au1MOEeGEwd6Ybkzy7pLiyLVwCkoVNnS9GJe68CEfVPq1AWWnDdXZTgKRb4tT2sOudRlDGI5d6gCd/gn2mHg7UahBC92SNSfOybOWZAagYITEOIIRIhzBCBGOYIQIRzBChCMYIcIRjBDhCEaIcAQj8j0AOO1Bc7ft/6pWuZHrF5erkG+Lw68T6E13x+IyIRHpFA5ZitB7I3l/dLOk2uJYndD8GEyy2OFmyLarilgm8wnmNGF9WT15WgmRaeF02zCLYSh1LFr1sPoNJdHYgVmALThvB1dK5G0lRKaFsxfqIalJWdiHGjgr3E20WjT/z6oEfaBedx5XQqRaOLMJWLMUXVwXAHtRNOdvJfg7dKy4wDuPKyHSOY7D4y9FDI4XBcNkCXbb0d8+p7VWrdDiclrtWZ/Ej+Oopcb+gE9gfbpyZe7HKBkdG8qsq/JEE+55mQ7X1FpcBwYv5O70+CWPKyEyKxzlPvBp/+Ldcxo0ZPGc/+sW5XElRGaFo26mM/B7Ndw1X3kd3bAb+QGCKdbroHTufu/m87gSItMxTjAusaDTr8CgWocJxzhxMRChx0HR/bAHNWcZ8bxYh1xlFgclZZWDYESmx3GEr4cIRzBChCMYIcIRjBDhCAYA/A9xpLU+cH6EdQAAAABJRU5ErkJggg==)**

4. Queue-based Task Manager:

**Implement a simple task manager using a queue.**

**Code:**

**class TaskManager:**

**def \_\_init\_\_(self):**

**self.tasks = []**

**def add\_task(self, task):**

**self.tasks.insert(0, task)**

**def complete\_task(self):**

**if self.tasks:**

**return f"Completed: {self.tasks.pop()}"**

**return "No tasks remaining."**

**def view\_tasks(self):**

**return self.tasks[::-1]**

**# Example Usage**

**tm = TaskManager()**

**tm.add\_task("Task 1")**

**tm.add\_task("Task 2")**

**print("Tasks:", tm.view\_tasks())  # ['Task 1', 'Task 2']**

**print(tm.complete\_task())  # Completed: Task 1**

**Output:**

**![A close up of numbers

AI-generated content may be incorrect.](data:image/png;base64,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)**

5. Print Jobs Simulation:

**Simulate print job handling using a queue.**

**Code:**

**import time**

**class PrintQueue:**

**def \_\_init\_\_(self):**

**self.queue = []**

**def add\_job(self, job):**

**self.queue.insert(0, job)**

**def process\_job(self):**

**if self.queue:**

**print(f"Printing: {self.queue.pop()}")**

**time.sleep(1)**

**else:**

**print("No print jobs in queue.")**

**# Example Usage**

**pq = PrintQueue()**

**pq.add\_job("Document1.pdf")**

**pq.add\_job("Image.png")**

**pq.process\_job()  # Printing: Document1.pdf**

**Output:**

## 

## Intermediate Problems

1. Call Center Simulation:

**Implement a queue where customer service calls are answered in FIFO order.**

**Code:**

**class CallCenter:**

**def \_\_init\_\_(self):**

**self.calls = []**

**def receive\_call(self, caller):**

**self.calls.insert(0, caller)**

**def answer\_call(self):**

**if self.calls:**

**return f"Answering call from {self.calls.pop()}"**

**return "No calls in the queue."**

**# Example Usage**

**cc = CallCenter()**

**cc.receive\_call("Customer 1")**

**cc.receive\_call("Customer 2")**

**print(cc.answer\_call())  # Customer 1**

**Output:**
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2. CPU Task Scheduling:

**Implement Round Robin scheduling for CPU tasks using a queue.**

**Code:**

**def round\_robin(tasks, quantum):**

**queue = tasks[:]**

**while queue:**

**task, time = queue.pop(0)**

**if time > quantum:**

**print(f"Processing {task} for {quantum}ms, remaining {time - quantum}ms")**

**queue.append((task, time - quantum))**

**else:**

**print(f"Completed {task} in {time}ms")**

**# Example Usage**

**tasks = [("Task A", 5), ("Task B", 10)]**

**round\_robin(tasks, 4)**

**Output:**
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3. Message Queue System:

**Implement a simple message-passing queue system between users.**

**Code:**

**class MessageQueue:**

**def \_\_init\_\_(self):**

**self.queue = []**

**def send\_message(self, sender, message):**

**self.queue.insert(0, (sender, message))**

**def receive\_message(self):**

**return self.queue.pop() if self.queue else "No messages."**

**# Example Usage**

**mq = MessageQueue()**

**mq.send\_message("Alice", "Hello Bob!")**

**print(mq.receive\_message())  # ('Alice', 'Hello Bob!')**

**Output:**
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4. Queue-based Chat System:

**Implement a chat message queue where messages are**

**displayed in order.**

**Code:**

**class ChatQueue:**

**def \_\_init\_\_(self):**

**self.queue = []**

**def send\_message(self, sender, message):**

**self.queue.insert(0, (sender, message))**

**def receive\_messages(self):**

**while self.queue:**

**print(self.queue.pop())**

**# Example Usage**

**chat = ChatQueue()**

**chat.send\_message("User1", "Hello!")**

**chat.send\_message("User2", "Hi, how are you?")**

**chat.receive\_messages()**

**Output:**

**![A black and white text
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5. Ride-Sharing Queue:

**Simulate a queue system where passengers are assigned to**

**rides based on first-come, first-served.**

**Code:**

**class RideQueue:**

**def \_\_init\_\_(self):**

**self.queue = []**

**def request\_ride(self, passenger):**

**self.queue.insert(0, passenger)**

**def assign\_ride(self, driver):**

**if self.queue:**

**return f"{self.queue.pop()} is assigned to {driver}."**

**return "No passengers waiting."**

**# Example Usage**

**rq = RideQueue()**

**rq.request\_ride("Alice")**

**print(rq.assign\_ride("Driver1"))  # Alice is assigned to Driver1**

**Output:**
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## Advanced Problems

1. Facebook Messenger Chat Queue:

**Implement a queue system where chat messages**

**are stored and displayed in order.**

**Code:**

**class ChatQueue:**

**def \_\_init\_\_(self):**

**self.queue = []**

**def send\_message(self, sender, message):**

**"""Add a new message to the queue."""**

**self.queue.insert(0, (sender, message))**

**def receive\_messages(self):**

**"""Retrieve messages in FIFO order."""**

**while self.queue:**

**sender, message = self.queue.pop()**

**print(f"{sender}: {message}")**

**# Example Usage**

**chat = ChatQueue()**

**chat.send\_message("Alice", "Hello!")**

**chat.send\_message("Bob", "Hi Alice, how are you?")**

**chat.receive\_messages()**

**Output:**
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2. Spotify Playlist Queue:

**Implement a circular queue to cycle through songs in a**

**playlist.**

**Code:**

**class CircularQueue:**

**def \_\_init\_\_(self, size):**

**self.queue = [None] \* size**

**self.max\_size = size**

**self.front = self.rear = -1**

**def enqueue(self, song):**

**"""Add a song to the queue."""**

**if (self.rear + 1) % self.max\_size == self.front:**

**print("Playlist is full!")**

**return**

**if self.front == -1:**

**self.front = 0**

**self.rear = (self.rear + 1) % self.max\_size**

**self.queue[self.rear] = song**

**def dequeue(self):**

**"""Remove a song from the queue."""**

**if self.front == -1:**

**print("No songs in playlist!")**

**return None**

**song = self.queue[self.front]**

**if self.front == self.rear:**

**self.front = self.rear = -1**

**else:**

**self.front = (self.front + 1) % self.max\_size**

**return song**

**def play\_all(self):**

**"""Play all songs in circular order."""**

**while self.front != -1:**

**print("Now playing:", self.dequeue())**

**# Example Usage**

**playlist = CircularQueue(5)**

**playlist.enqueue("Song 1")**

**playlist.enqueue("Song 2")**

**playlist.enqueue("Song 3")**

**playlist.play\_all()**

**Output:**

**![A screen shot of a computer screen

AI-generated content may be incorrect.](data:image/png;base64,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)**

3. Operating System Process Queue:

**Simulate how an operating system manages**

**processes using a priority queue.**

**Code:**

**import heapq**

**class ProcessQueue:**

**def \_\_init\_\_(self):**

**self.queue = []**

**def add\_process(self, priority, process\_name):**

**"""Add a process with a priority (lower number = higher priority)."""**

**heapq.heappush(self.queue, (priority, process\_name))**

**def execute\_process(self):**

**"""Execute the highest priority process."""**

**if not self.queue:**

**return "No processes to execute."**

**return f"Executing: {heapq.heappop(self.queue)[1]}"**

**# Example Usage**

**pq = ProcessQueue()**

**pq.add\_process(3, "Process C")**

**pq.add\_process(1, "Process A")  # Highest priority**

**pq.add\_process(2, "Process B")**

**print(pq.execute\_process())  # Executing: Process A**

**Output:**

**![A screenshot of a computer
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4. Network Packet Handling Queue:

**Implement a queue to process packets sent over a**

**network.**

**Code:**

**class PacketQueue:**

**def \_\_init\_\_(self):**

**self.queue = []**

**def send\_packet(self, packet):**

**"""Add a packet to the queue."""**

**self.queue.insert(0, packet)**

**def process\_packet(self):**

**"""Process packets in FIFO order."""**

**if self.queue:**

**return f"Processing packet: {self.queue.pop()}"**

**return "No packets to process."**

**# Example Usage**

**network = PacketQueue()**

**network.send\_packet("Packet 1")**

**network.send\_packet("Packet 2")**

**print(network.process\_packet())  # Processing packet: Packet 1**

**print(network.process\_packet())  # Processing packet: Packet 2**

**Output:**
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5. AI Task Processing Queue:

**Implement a queue that assigns AI processing tasks to available GPU resources.**

**Code:**

**class AITaskQueue:**

**def \_\_init\_\_(self, gpus):**

**self.tasks = [] # Task queue**

**self.gpus = gpus # List of GPUs**

**def add\_task(self, task):**

**"""Add an AI task to the queue."""**

**self.tasks.append(task)**

**def process\_tasks(self):**

**"""Assign tasks to GPUs in round-robin order."""**

**if not self.tasks:**

**print("No AI tasks in the queue.")**

**return**

**gpu\_index = 0 # Track which GPU to assign next**

**while self.tasks:**

**task = self.tasks.pop(0) # Get the first task (FIFO order)**

**gpu = self.gpus[gpu\_index] # Assign to GPU in round-robin**

**print(f"Assigning '{task}' to {gpu}")**

**gpu\_index = (gpu\_index + 1) % len(self.gpus) # Move to next GPU**

**# Example Usage**

**ai\_queue = AITaskQueue(["GPU1", "GPU2", "GPU3"])**

**ai\_queue.add\_task("AI Model Training")**

**ai\_queue.add\_task("Image Processing")**

**ai\_queue.add\_task("NLP Processing")**

**ai\_queue.add\_task("Autonomous Driving AI")**

**ai\_queue.process\_tasks()**

**Output:**
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